**---------------------------------React1-------------------------------**

**ReactJS**

**=======**

**It is a declarative, efficient and flexible javascript library which is used to develop frontend applications and User interfaces.**

**It is an open source, component based javascript frontend library responsible only for view layer of the application.**

**It is developed by Jordon Walke the popular software engineer at facebook.**

**It is initially developed and maintained by the faceoook and later it is used in their own products like whatsapp and instagram.**

**It was realease to the public in the month of May, 2013.**

**The official website of reactjs is http://www.react.dev.**

**The latest version of reactjs is v18.2.2.**

**It is used to create reusable components.**

**A component is a building block of react application.**

**Advantages of ReactJS**

**======================**

**1) It is easy to learn and easy to use.**

**2) It supports virtual DOM.**

**3) It supports one way data binding.**

**4) Good documentation and community support.**

**5) It supported by all major browsers.**

**6) It is used to create reusable components.**

**Q) What is the difference between Angular and react?**

**Angular React**

**----------- ----------**

**It is a product of Google. It is a product of Facebook.**

**It is a open source javascript framework It is a javascript frontend library**

**for web and mobile development. responsible only for view layer of the**

**application.**

**It is developed in Oct, 2015. It is developed in May, 2013.**

**It supports two way data binding. It supports one way data binding.**

**It uses tradition DOM. It uses virtual DOM.**

**It is used to develop rich featured It is used to develop Single Page Application**

**application. (SPA).**

**Typescript language is used. JSX language is used.**

**Jasmine and karma is used as a testing Jest and Enzyme is used as a testing**

**frameworks. frameworks.**

**It uses default port number i.e 4200. It uses default port number i.e 3000.**

**Angular used by Google, Delta, Gmail, React used by Facebook , whatsapp, instagram,**

**Samsung, Paypal and etc. Airbnb, Netflix and etc.**

**How ReactJs works internally**

**============================**

**Diagram: react1.1**

**![react1.1.png](data:image/png;base64,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)**

**React uses a virtual DOM that is basically a DOM tree representation in JavaScript.**

**So when it needs to read or write to the DOM, it will use the virtual representation of it. Then the virtual DOM will try to find the most efficient way to update the browser's DOM.**

**Assume we have created multiple components and consistently we are performing some changes in our application.Now we need to see ,how virtual DOM react on each change.**

**--------------------------------React2--------------------------------**

**JSX**

**=====**

**JSX stands for JavaScript XML.**

**JSX allows us to write HTML in javascript.**

**JSX elements having tag name, attributes and children.**

**JSX is not neccessity to develop react applications instead we can use Babel.**

**JSX makes our code simpler and elegant.**

**Ultimately JSX transpile to pure javascript which is understandable by the browser.**

**JSX elements**

**=============**

**JSX allows us to write HTML elements in JavaScript and place them in the DOM without any createElement() and/or appendChild() methods.**

**ex:**

**---**

**JSX**

**----**

**<h1> Heading Tag </h1>**

**Babel**

**-----**

**React.createElement("h1",null,"Heading Tag");**

**h1 - It is a tag name**

**null - It is a optional attribute**

**Heading Tag - It is a children**

**ex:**

**---**

**JSX**

**----**

**<div>**

**<h1> Heading </h1>**

**</div>**

**Babel**

**-----**

**React.createElement("div",null,React.createElement("h1",null,"Heading"));**

**ex:**

**---**

**JSX**

**----**

**<h1 id="myId"> Heading </h1>**

**Babel**

**-----**

**React.createElement("h1",{id:"myId"},"Heading");**

**ex:**

**---**

**JSX**

**---**

**<h1 className="myClass">Heading</h1>**

**Babel**

**----**

**React.createElement("h1",{className:"myClass"},"Heading");**

**ex:**

**---**

**JSX**

**---**

**<h1 id="myId" className="myClass">Heading</h1>**

**Babel**

**----**

**React.createElement("h1",{id:"myId",className:"myClass"},"Heading");**

**JSX Expression**

**===============**

**JSX allows us to write expressions inside curly braces { }.**

**The expression can be a React variable, or property, or any other valid JavaScript expression.**

**JSX will execute the expression and return the result.**

**ex:**

**1)**

**let name="Ihub Talent";**

**<h1>{name}</h1>**

**2)**

**<h1>{10\*20}</h1>**

**3)**

**<h1>{Math.random()}</h1>**

**NPM**

**=====**

**NPM stands for Node Package Manager**

**It is a integrated tool for nodejs.**

**npm is used to download or install node dependencies or package or library.**

**WE need to below command to download node dependencies.**

**ex:**

**npm install -g <dependency\_name>**

**All the dependencies installed in "node\_modules" folder.**

**NPM**

**=====**

**NPM stands for Node Package Manager.**

**It is a integrated tool for nodejs.**

**It is used to download node depedencies or packages.**

**To downoad node packages and dependencies we need to use below command.**

**ex:**

**npm install -g <node\_package\_name>;**

**All node packages will installed in a "node\_modules" folder.**

**Steps to setup npm for react applications**

**=========================================**

**step1:**

**------**

**Download and install nodejs.**

**ex:**

**https://nodejs.org/en/blog/release/v16.16.0**

**step2:**

**-----**

**Copy nodejs directory from C drive.**

**ex:**

**C:\Program Files\nodejs**

**step3:**

**------**

**Paste nodejs directory in environmental variables.**

**ex:**

**Right click to this pc --> properties --> Advanced system settings -->**

**environment variables --> user variables --> click to new button**

**variable name : path**

**variable value : C:\Users\DELL\AppData\Roaming\npm;C:\Program Files\nodejs;**

**--> ok --> ok --> ok.**

**step4:**

**-----**

**Check the version of nodejs and npm.**

**ex:**

**npm -version**

**node --version**

**First React application Development**

**=====================================**

**step1:**

**------**

**Make sure nodejs and npm setup done perfectly.**

**step2:**

**------**

**Download and Install VSC code editor.**

**ex:**

**https://code.visualstudio.com/download**

**step3:**

**-------**

**Create a "Reactprojects" folder inside 'E' drive.**

**step4:**

**-----**

**Open the VSC editor from "Reactprojects" folder.**

**ex:**

**Reactprojects> code .**

**step5:**

**-----**

**Install node module to create react applications.**

**ex:**

**Reactprojects> npm install -g create-react-app**

**step6:**

**-----**

**Create a react project i.e myapp1.**

**ex:**

**Reactprojects> npx create-react-app myapp1**

**step7:**

**-----**

**Switch to project i.e myapp1.**

**ex:**

**Reactprojects> cd myapp1;**

**step8:**

**-----**

**Run the react application.**

**ex:**

**Reactprojects/myapp1> npm start**

**step9:**

**-----**

**Test the react application.**

**ex:**

**http://localhost:3000**

**-------------------------------------------React3-------------------------------------------**

**React project structure**

**=======================**

**myapp1**

**|**

**|---node\_modules**

**|**

**|---public**

**|**

**|--- index.html**

**|--- manifest.json**

**|--- favicon.ico**

**|**

**|------src**

**|**

**|--- index.js**

**|--- index.css**

**|**

**|--- App.js**

**|--- App.css**

**|--- App.test.js**

**|**

**|---package.json**

**|---README.md**

**A "myapp1" is react application name.**

**A "node\_modules" contains packages and dependencies installed.**

**A "index.html" is a main template of react application.**

**A "manifest.json" file contains metadata which is used when web application installed in**

**user's computer or laptop or mobile.**

**A "favicon.ico" is a favourite icon.**

**A "App.css" file is related to App.js and it is global.**

**A "App.js" is a parent component.**

**A "App.test.js" file is for unit testing.**

**A "index.css" file is releated to index.js and it is global.**

**A "index.js" is a entry point.**

**A "package.json" file contains dependencies which we used in our project along with their version.**

**React Second Application Development**

**====================================**

**project structure**

**-----------------**

**myapp2**

**|**

**|---node\_modules**

**|**

**|---public**

**|**

**|--- index.html**

**|--- manifest.json**

**|--- favicon.ico**

**|**

**|------src**

**|**

**|--- index.js**

**|--- index.css**

**|**

**|--- App.js**

**|--- App.css**

**|--- App.test.js**

**|**

**|---package.json**

**|---README.md**

**step1:**

**------**

**Create a react application i.e myapp2**

**ex:**

**Reactprojects> npx create-react-app myapp2**

**step2:**

**-----**

**Open the VSC editor.**

**ex:**

**Reactprojects> code .**

**step3:**

**-----**

**Switch to the project.**

**ex:**

**Reactprojects> cd myapp2**

**step4:**

**------**

**Run react application.**

**ex:**

**Reactprojects/myapp2> npm start**

**step5:**

**------**

**Test the application by using below request url.**

**ex:**

**http://localhost:3000/**

**step6:**

**------**

**Goto App.js file and create custom logic.**

**App.js**

**-------**

**function App()**

**{**

**return (**

**<h1>Welcome to React</h1>**

**)**

**}**

**export default App;**

**step7:**

**------**

**Goto index.js file and perform following changes.**

**index.js**

**--------**

**import React from 'react';**

**import ReactDOM from 'react-dom/client';**

**import './index.css';**

**import App from './App';**

**import reportWebVitals from './reportWebVitals';**

**const root = ReactDOM.createRoot(document.getElementById('root'));**

**root.render(**

**<React.StrictMode>**

**<App />**

**<App />**

**</React.StrictMode>**

**);**

**// If you want to start measuring performance in your app, pass a function**

**// to log results (for example: reportWebVitals(console.log))**

**// or send to an analytics endpoint. Learn more: https://bit.ly/CRA-vitals**

**reportWebVitals();**

**React Fragment**

**===============**

**By default every react component returns only one element at a time.**

**To return more then one element in a react component we need to use react fragment.**

**A React fragment is a feature that allows developers to group multiple elements in a React component without adding extra nodes to the DOM.**

**ex:**

**---**

**function App()**

**{**

**return (**

**<div>**

**<h1>Welcome to React</h1>**

**<h1>Welcome to IHUB </h1>**

**</div>**

**)**

**}**

**export default App;**

**In the above example we are adding extra node to the DOM and it is not recommanded.**

**ex:**

**---**

**import React from 'react';**

**function App()**

**{**

**return (**

**<React.Fragment>**

**<h1>Welcome to React</h1>**

**<h1>Welcome to IHUB </h1>**

**</React.Fragment>**

**)**

**}**

**export default App;**

**or**

**ex:**

**---**

**import {Fragment} from 'react';**

**function App()**

**{**

**return (**

**<Fragment>**

**<h1>Welcome to React</h1>**

**<h1>Welcome to IHUB </h1>**

**<p> Welcome to QT </p>**

**</Fragment>**

**)**

**}**

**export default App;**

**or**

**ex:**

**---**

**function App()**

**{**

**return (**

**<>**

**<h1>Welcome to React</h1>**

**<h1>Welcome to IHUB </h1>**

**<p> Welcome to QualityThought </p>**

**</>**

**)**

**}**

**export default App;**

**-------------------------------------------React4------------------------------------------**

**React components**

**=================**

**Component is a building block of react application.**

**Components allows us to split our UI into reusable independent pieces.**

**ex:**

**<Form>, <Table>, <Button>, <Navbar> and etc.**

**Components are javascript functions they accept arbitary inputs like props and return react element to describe how an element should look like.**

**React component must and should starts with uppercase letter.**

**There are two ways to create react components.**

**1) Function Component / Functional Component**

**2) Class Component**

**1) Function Component**

**----------------------**

**Function component is also known as stateless component.**

**Function component is a javascript function which takes props as an argument along with input values and returns react elements.**

**There are three ways to create function component in react.**

**ex:1 (named function)**

**----**

**function App()**

**{**

**return ()**

**}**

**export default App;**

**ex:2 (Anonymous function)**

**----**

**var App=function()**

**{**

**return ()**

**}**

**export default App;**

**ex:3 (arrow function)**

**----**

**var App=()=>**

**{**

**return ()**

**}**

**export default App;**

**project structure**

**------------------**

**myapp3**

**|**

**|---node\_modules**

**|**

**|---public**

**| |**

**|---index.html**

**|---manifest.json**

**|---favicon.ico**

**|-----src**

**| |**

**|---index.js**

**|**

**|---App.js**

**|**

**|**

**|---package.json**

**|---READMD.md**

**step1:**

**------**

**Create a react application i.e myapp3.**

**ex:**

**Reactprojects> npx create-react-app myapp3**

**step2:**

**------**

**Open VSC code editor.**

**ex:**

**Reactprojects> code .**

**step3:**

**------**

**Switch to the project.**

**ex:**

**Reactprojects> cd myapp3**

**step4:**

**------**

**Run the react project.**

**ex:**

**Reactproject/myapp3> npm start**

**step5:**

**------**

**Test the application by using below request url.**

**ex:**

**http://localhost:3000**

**step6:**

**------**

**Add function component in App.js file.**

**App.js**

**-------**

**var App=()=>{**

**return(**

**<h1> Function Component with Arrow function </h1>**

**)**

**}**

**export default App;**

**2) Class component**

**------------------**

**A class component is also known as statefull component.**

**To create a class component we need to extends a class with react Component class.**

**A class component must implement render() method which returns react elements.**

**ex:**

**---**

**import {Component} from 'react';**

**class App extends Component**

**{**

**render()**

**{**

**return (**

**-**

**-**

**)**

**}**

**}**

**export default App;**

**project structure**

**------------------**

**myapp4**

**|**

**|---node\_modules**

**|**

**|---public**

**| |**

**|---index.html**

**|---manifest.json**

**|---favicon.ico**

**|-----src**

**| |**

**|---index.js**

**|**

**|---App.js**

**|**

**|**

**|---package.json**

**|---READMD.md**

**step1:**

**------**

**Create a react application i.e myapp4.**

**ex:**

**Reactprojects> npx create-react-app myapp4**

**step2:**

**------**

**Open VSC code editor.**

**ex:**

**Reactprojects> code .**

**step3:**

**------**

**Switch to the project.**

**ex:**

**Reactprojects> cd myapp4**

**step4:**

**------**

**Run the react project.**

**ex:**

**Reactproject/myapp4> npm start**

**step5:**

**------**

**Test the application by using below request url.**

**ex:**

**http://localhost:3000**

**step6:**

**------**

**Add function component in App.js file.**

**App.js**

**-------**

**import {Component} from 'react';**

**class App extends Component**

**{**

**render()**

**{**

**return (**

**<h1>Class Component </h1>**

**)**

**}**

**}**

**export default App;**

**Composing component**

**===================**

**If a component refers to another component such concept is called composing component.**

**project structure**

**------------------**

**myapp5**

**|**

**|---node\_modules**

**|**

**|---public**

**| |**

**|---index.html**

**|---manifest.json**

**|---favicon.ico**

**|-----src**

**| |**

**|---index.js**

**|**

**|---App.js**

**|---Table.js (custom component)**

**|**

**|---package.json**

**|---READMD.md**

**step1:**

**------**

**Create a react application i.e myapp5.**

**ex:**

**Reactprojects> npx create-react-app myapp5**

**step2:**

**------**

**Open VSC code editor.**

**ex:**

**Reactprojects> code .**

**step3:**

**------**

**Switch to the project.**

**ex:**

**Reactprojects> cd myapp5**

**step4:**

**------**

**Run the react project.**

**ex:**

**Reactproject/myapp5> npm start**

**step5:**

**------**

**Test the application by using below request url.**

**ex:**

**http://localhost:3000**

**step6:**

**------**

**Create a Table.js file inside "src" folder.**

**Table.js**

**--------**

**function Table()**

**{**

**return (**

**<>**

**<table border="1" width="100%">**

**<thead>**

**<tr>**

**<th>SNO</th>**

**<th>SNAME</th>**

**<th>SADD</th>**

**</tr>**

**</thead>**

**<tbody>**

**<tr>**

**<td>101</td>**

**<td>Alan</td>**

**<td>Florida</td>**

**</tr>**

**<tr>**

**<td>102</td>**

**<td>Jack</td>**

**<td>Texas</td>**

**</tr>**

**<tr>**

**<td>103</td>**

**<td>Nelson</td>**

**<td>Chicago</td>**

**</tr>**

**</tbody>**

**</table>**

**</>**

**)**

**}**

**export default Table;**

**step7:**

**------**

**Call Table component inside "App.js" file.**

**App.js**

**------**

**import Table from "./Table";**

**function App()**

**{**

**return (**

**<Table/>**

**)**

**}**

**export default App;**

**-------------------------------------------React4-5----------------------------------------**

**Function component with props**

**=============================**

**myapp6**

**|**

**|---node\_modules**

**|**

**|---public**

**|**

**|---index.html**

**|---manifest.json**

**|---favicon.ico**

**|**

**|------src**

**|**

**|---index.js**

**|---App.js**

**|**

**|---package.json**

**|---README.md**

**step1:**

**-----**

**Create a react project i.e myapp6.**

**ex:**

**Reactprojects> npx create-react-app myapp6**

**step2:**

**-----**

**Open the VSC editor.**

**ex:**

**Reactprojects> code .**

**step3:**

**-----**

**Switch to the project.**

**ex:**

**Reactprojects> cd myapp6**

**step4:**

**-----**

**Run the react application.**

**ex:**

**Reactprojects/myapp6> npm start**

**step5:**

**----**

**Add "ES7 React/Redux/GraphQL" extenion in VSC editor.**

**ex:**

**rfce - Named function component**

**rafce - Arrow function component**

**imr - import React**

**imc - import React and component**

**rcc - class component**

**step6:**

**-----**

**Create a index.js file and pass some data to App.js file.**

**index.js**

**---------**

**import React from 'react';**

**import ReactDOM from 'react-dom/client';**

**import './index.css';**

**import App from './App';**

**import reportWebVitals from './reportWebVitals';**

**const root = ReactDOM.createRoot(document.getElementById('root'));**

**root.render(**

**<React.StrictMode>**

**<App name="Alan" rollno="101"/>**

**</React.StrictMode>**

**);**

**// If you want to start measuring performance in your app, pass a function**

**// to log results (for example: reportWebVitals(console.log))**

**// or send to an analytics endpoint. Learn more: https://bit.ly/CRA-vitals**

**reportWebVitals();**

**step7:**

**-----**

**Create App.js file and display props values.**

**App.js**

**------**

**import React from 'react'**

**function App(props)**

**{**

**return (**

**<div>**

**<h1>Name : {props.name}</h1>**

**<h1>Roll No : {props.rollno}</h1>**

**</div>**

**)**

**}**

**export default App**

**Class component with props**

**=============================**

**In class component we can display props values i.e this.props.**

**myapp6**

**|**

**|---node\_modules**

**|**

**|---public**

**|**

**|---index.html**

**|---manifest.json**

**|---favicon.ico**

**|**

**|------src**

**|**

**|---index.js**

**|---App.js**

**|**

**|---package.json**

**|---README.md**

**step1:**

**-----**

**Create a react project i.e myapp6.**

**ex:**

**Reactprojects> npx create-react-app myapp6**

**step2:**

**-----**

**Open the VSC editor.**

**ex:**

**Reactprojects> code .**

**step3:**

**-----**

**Switch to the project.**

**ex:**

**Reactprojects> cd myapp6**

**step4:**

**-----**

**Run the react application.**

**ex:**

**Reactprojects/myapp6> npm start**

**step5:**

**----**

**Add "ES7 React/Redux/GraphQL" extenion in VSC editor.**

**ex:**

**rfce - Named function component**

**rafce - Arrow function component**

**imr - import React**

**imc - import React and component**

**rcc - class component**

**step6:**

**-----**

**Create a index.js file and pass some data to App.js file.**

**index.js**

**---------**

**import React from 'react';**

**import ReactDOM from 'react-dom/client';**

**import './index.css';**

**import App from './App';**

**import reportWebVitals from './reportWebVitals';**

**const root = ReactDOM.createRoot(document.getElementById('root'));**

**root.render(**

**<React.StrictMode>**

**<App name="Alan" rollno="101"/>**

**</React.StrictMode>**

**);**

**// If you want to start measuring performance in your app, pass a function**

**// to log results (for example: reportWebVitals(console.log))**

**// or send to an analytics endpoint. Learn more: https://bit.ly/CRA-vitals**

**reportWebVitals();**

**step7:**

**-----**

**Create App.js file and display props values.**

**App.js**

**------**

**import React, { Component } from 'react'**

**export default class App extends Component {**

**render() {**

**return (**

**<div>**

**<h1>Name : {this.props.name}</h1>**

**<h1>Roll No : {this.props.rollno}</h1>**

**</div>**

**)**

**}**

**}**

**React CSS**

**=========**

**There are two ways to use CSS in react components.**

**1) Using inline styling**

**2) Using CSS stylesheet**

**1) Using inline styling**

**--------------------------**

**In react inline styling represented by using "style" attribute.**

**Project structure**

**----------------**

**myapp6**

**|**

**|---node\_modules**

**|**

**|---public**

**|**

**|---index.html**

**|---manifest.json**

**|---favicon.ico**

**|**

**|------src**

**|**

**|---index.js**

**|---App.js**

**|**

**|---package.json**

**|---README.md**

**step1:**

**-----**

**Create a react project i.e myapp7.**

**ex:**

**Reactprojects> npx create-react-app myapp7**

**step2:**

**-----**

**Open the VSC editor.**

**ex:**

**Reactprojects> code .**

**step3:**

**-----**

**Switch to the project.**

**ex:**

**Reactprojects> cd myapp7**

**step4:**

**-----**

**Run the react application.**

**ex:**

**Reactprojects/myapp7> npm start**

**step5:**

**------**

**Add the css code inside "App.js" file.**

**App.js**

**------**

**import React from 'react'**

**function App() {**

**return (**

**<div>**

**<h1 style={{color:"blue"}}>Heading Tag </h1>**

**<p style={{color:"red",backgroundColor:"yellow"}}>Paragraph Tag</p>**

**</div>**

**)**

**}**

**export default App**

**or**

**App.js**

**-------**

**import React from 'react'**

**function App() {**

**const paraStyle={**

**color:"blue",**

**backgroundColor:"cyan",**

**textAlign:"center",**

**fontSize:"40px"**

**}**

**return (**

**<div>**

**<h1 style={{color:"blue"}}>Heading Tag </h1>**

**<p style={paraStyle}>Paragraph Tag</p>**

**</div>**

**)**

**}**

**export default App**

**2) Using CSS stylesheet**

**------------------------**

**In CSS stylesheet, we will create a sperate. css file and we will import in any perticular when it is required.**

**Project structure**

**---------------------**

**myapp6**

**|**

**|---node\_modules**

**|**

**|---public**

**|**

**|---index.html**

**|---manifest.json**

**|---favicon.ico**

**|**

**|------src**

**|**

**|---index.js**

**|---App.js**

**|---App.css**

**|**

**|---package.json**

**|---README.md**

**step1:**

**-----**

**Create a react project i.e myapp7.**

**ex:**

**Reactprojects> npx create-react-app myapp7**

**step2:**

**-----**

**Open the VSC editor.**

**ex:**

**Reactprojects> code .**

**step3:**

**-----**

**Switch to the project.**

**ex:**

**Reactprojects> cd myapp7**

**step4:**

**-----**

**Run the react application.**

**ex:**

**Reactprojects/myapp7> npm start**

**step5:**

**------**

**import App.css file inside App.js file and write below code.**

**App.js**

**------**

**import React from 'react'**

**import './App.css'**

**function App() {**

**return (**

**<div>**

**<h1>Heading Tag </h1>**

**<p className='paraStyle'>Paragraph Tag</p>**

**</div>**

**)**

**}**

**export default App**

**step6:**

**-----**

**Declare css code inside App.css file.**

**App.css**

**--------**

**body**

**{**

**background-color: cyan;**

**}**

**h1**

**{**

**color:brown;**

**}**

**.paraStyle**

**{**

**text-align: center;**

**font-size: 50px;**

**}**

**State**

**======**

**State is similar to props but is private and fully controlled by a component.**

**State we can declare only in class component.**

**State can be modified or updatable where as props is read only.**

**There are two ways to initialized the state in react.**

**1) Inside the class**

**2) Inside the constructor**

**1) Inside the class**

**--------------------**

**Project structure**

**---------------------**

**myapp8**

**|**

**|---node\_modules**

**|**

**|---public**

**|**

**|---index.html**

**|---manifest.json**

**|---favicon.ico**

**|**

**|------src**

**|**

**|---index.js**

**|---App.js**

**|---App.css**

**|**

**|---package.json**

**|---README.md**

**step1:**

**-----**

**Create a react project i.e myapp8.**

**ex:**

**Reactprojects> npx create-react-app myapp8**

**step2:**

**-----**

**Open the VSC editor.**

**ex:**

**Reactprojects> code .**

**step3:**

**-----**

**Switch to the project.**

**ex:**

**Reactprojects> cd myapp8**

**step4:**

**-----**

**Run the react application.**

**ex:**

**Reactprojects/myapp8> npm start**

**step5:**

**------**

**Declare the state inside class component of App.js file.**

**App.js**

**-----**

**import React, { Component } from 'react'**

**export default class App extends Component**

**{**

**state={**

**rollno:501,**

**name:"Jose"**

**}**

**render()**

**{**

**return (**

**<div>**

**<h1>Roll No : {this.state.rollno}</h1>**

**<h1>Name : {this.state.name}</h1>**

**</div>**

**)**

**}**

**}**

**2) Inside the constructor**

**-----------------------**

**Project structure**

**---------------------**

**myapp8**

**|**

**|---node\_modules**

**|**

**|---public**

**|**

**|---index.html**

**|---manifest.json**

**|---favicon.ico**

**|**

**|------src**

**|**

**|---index.js**

**|---App.js**

**|---App.css**

**|**

**|---package.json**

**|---README.md**

**step1:**

**-----**

**Create a react project i.e myapp8.**

**ex:**

**Reactprojects> npx create-react-app myapp8**

**step2:**

**-----**

**Open the VSC editor.**

**ex:**

**Reactprojects> code .**

**step3:**

**-----**

**Switch to the project.**

**ex:**

**Reactprojects> cd myapp8**

**step4:**

**-----**

**Run the react application.**

**ex:**

**Reactprojects/myapp8> npm start**

**step5:**

**------**

**Declare the state inside class component of App.js file.**

**App.js**

**-----**

**import React, { Component } from 'react'**

**export default class App extends Component**

**{**

**constructor()**

**{**

**super();**

**this.state={**

**rollno:701,**

**name:"Jacky"**

**}**

**}**

**render()**

**{**

**return (**

**<div>**

**<h1>Roll No :{this.state.rollno}</h1>**

**<h1>Name : {this.state.name}</h1>**

**</div>**

**)**

**}**

**}**

**props and state**

In React, **props** and **state** are used to manage data and determine how components behave. Here's the difference:

**Props:**

1. **Definition**: Short for "properties," props are used to pass data from a parent component to a child component.
2. **Mutability**: Props are **read-only** and cannot be modified by the child component.
3. **Usage**: Ideal for passing data or event handlers to child components.
4. **Control**: Controlled by the **parent** component.
5. **Example**:

**function ChildComponent(props) {**

**return <h1>{props.title}</h1>;**

**}**

**function ParentComponent() {**

**return <ChildComponent title="Hello, World!" />;**

**}**

**State:**

1. **Definition**: State is used to manage data that can change over time within a component.
2. **Mutability**: State is **mutable** and can be updated using the setState (class components) or useState (functional components) function.
3. **Usage**: Ideal for storing and updating dynamic data that affects the component.
4. **Control**: Managed **within** the component itself.
5. **Example**:

**import React, { useState } from 'react';**

**function Counter() {**

**const [count, setCount] = useState(0);**

**return (**

**<div>**

**<p>Count: {count}</p>**

**<button onClick={() => setCount(count + 1)}>Increment</button>**

**</div>**

**);**

**}**

**Key Differences:**

| **Feature** | **Props** | **State** |
| --- | --- | --- |
| **Definition** | Data passed to child components | Data managed internally in a component |
| **Mutability** | Immutable (read-only) | Mutable (can be updated) |
| **Control** | Controlled by parent | Controlled by the component itself |
| **Use Case** | Pass data/functions | Manage dynamic data/behavior |

**-------------------------------------------React5-------------------------------------------**

**Event Handling in React**

**========================**

**Action to which javascript response is called event handling.**

**Handling events on react elements is similar to handling events on DOM elements.**

**Ex:**

**JavaScript**

**-----------**

**<button onclick="f1()"> clickme </button>**

**ReactJS**

**--------**

**Function component : <button onClick={handleClick}> clickme </button>**

**Class component : <button onClick={this.handleClick}> clickme </button>**

**Event Handling using function component**

**========================================**

**myapp9**

**|**

**|---node\_modules**

**|**

**|---public**

**| |**

**|---index.html**

**|---manifest.json**

**|---favicon.ico**

**|----src**

**| |**

**|---index.js**

**|---App.js**

**|**

**|---package.json**

**|---READMD.md**

**step1:**

**-----**

**Create react application i.e myapp9.**

**ex:**

**Reactprojects> npx create-react-app myapp9**

**step2:**

**------**

**Open VSC editor.**

**ex:**

**Reactprojects> code .**

**step3:**

**------**

**Switch to the react project.**

**ex:**

**Reactprojects> cd myapp9**

**step4:**

**-----**

**Run the react application.**

**ex:**

**Reactprojects/myapp9> npm start**

**step5:**

**-----**

**Write a below code inside App.js file.**

**App.js**

**-------**

**import React from 'react'**

**function App() {**

**const handleClick=()=>**

**{**

**console.log("You have clicked")**

**}**

**return (**

**<div>**

**<button onClick={handleClick}> click Me </button>**

**</div>**

**)**

**}**

**export default App**

**or**

**App.js**

**-------**

**import React from 'react'**

**function App() {**

**const handleClick=(e)=>**

**{**

**e.preventDefault();**

**}**

**return (**

**<div>**

**<a href="http://www.google.com" onClick={handleClick}> click Me </a>**

**</div>**

**)**

**}**

**export default App**

**Event Handling using class component**

**========================================**

**myapp10**

**|**

**|---node\_modules**

**|**

**|---public**

**| |**

**|---index.html**

**|---manifest.json**

**|---favicon.ico**

**|----src**

**| |**

**|---index.js**

**|---App.js**

**|**

**|---package.json**

**|---READMD.md**

**step1:**

**-----**

**Open the VSC editor.**

**ex:**

**Reactprojects> code .**

**step2:**

**------**

**Create a react application i.e myapp10 using VSC terminal.**

**ex:**

**npx create-react-app myapp10**

**step3:**

**-----**

**Switch to the project.**

**ex:**

**cd myapp10**

**step4:**

**------**

**Run the react application.**

**ex:**

**npm start**

**step5:**

**-----**

**Write a below code inside App.js file.**

**App.js**

**-------**

**import React, { Component } from 'react'**

**export default class App extends Component {**

**handleClick=()=>**

**{**

**console.log("You have clicked once again")**

**}**

**render() {**

**return (**

**<div>**

**<button onClick={this.handleClick}> click Me </button>**

**</div>**

**)**

**}**

**}**

**React application to update the state**

**======================================**

**In order to update the state in react we need to use setState() method.**

**myapp11**

**|**

**|---node\_modules**

**|**

**|---public**

**| |**

**|---index.html**

**|---manifest.json**

**|---favicon.ico**

**|----src**

**| |**

**|---index.js**

**|---App.js**

**|**

**|---package.json**

**|---READMD.md**

**step1:**

**-----**

**Open the VSC editor.**

**ex:**

**Reactprojects> code .**

**step2:**

**------**

**Create a react application i.e myapp10 using VSC terminal.**

**ex:**

**npx create-react-app myapp11**

**step3:**

**-----**

**Switch to the project.**

**ex:**

**cd myapp11**

**step4:**

**------**

**Run the react application.**

**ex:**

**npm start**

**step5:**

**-----**

**Write a below code inside App.js file.**

**App.js**

**------**

**import React, { Component } from 'react'**

**export default class App extends Component {**

**state={**

**name:"Alan",**

**rollno:101**

**}**

**handleClick=()=>**

**{**

**this.setState({"name":"Jose","rollno":201});**

**}**

**render() {**

**return (**

**<div>**

**<h1>Name : {this.state.name}</h1>**

**<h1>Roll No : {this.state.rollno}</h1>**

**<button onClick={this.handleClick}> Update </button>**

**</div>**

**)**

**}**

**}**

**Q) What is the difference between props and state?**

**props state**

**-------------- -------------**

**It is read-only. It is updatable.**

**It is immutable. It is mutable.**

**Stateless components can have props. Statefull components can have state.**

**It allows us to pass the data from It holds information of a component.**

**one component to another component as an**

**argument.**

**Child components can access props. It is private so child components can't access.**

**Phases of react components**

**==========================**

**Diagram: react5.1**
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**There are four Phases of components in ReactJS.**

**1)Mounting**

**2)Updating**

**3)Error Handling**

**4)Unmounting**

**1)Mounting**

**-----------**

**Mounting is a process of creating an element and inserting it in a DOM tree.**

**2)Updating**

**-------------**

**Updating is a process of changing state or props of a component and update changes to nodes already existing in the DOM.**

**3)Error Handling**

**----------------**

**Error Handling used when there is a error during rendering , in lifecycle**

**Method or in the constructor of any child component.**

**4)Unmounting**

**---------------------**

**Unmounting is a process of removing elements from the DOM.**

**In general it will clear the reserved memory.**

**Q)Explain life cycle methods of mounting ?**

**Mounting phase contains four methods.**

**1) constructor()**

**2) getDerivedStateFromProps()**

**3) render()**

**4) componentDidMount()**

**Q)Explain life cycle methods of unmounting?**

**Unmounting phase contains one method.**

**1) componentWillUnmount()**

**Q)Explain life cycle methods of updating?**

**updating phase contains five methods.**

**1) getDerivedStateFromProps**

**2) shouldComponentUpdate()**

**3) render()**

**4) getSnapshotBeforeUpdate()**

**4) ComponentDidUpdate()**
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**Q) What is React Hook?**

**Hooks are new addition in React 16.X version.**

**Hooks we can declare only in function component.**

**Hooks allow function components to have access to state , lifecycle methods and other React features.**

**React provides a few built-In hooks like useState(), useEffect(), useReducer() and etc.**

**It is possible to create custom hook in react.**

**1) useState() hook**

**----------------**

**A useState() is a Hook that allows us to add React state to function components.**

**Project structure**

**-----------------**

**myapp12**

**|**

**|---node\_modules**

**|**

**|---public**

**| |**

**|---index.html**

**|---manifest.json**

**|---favicon.ico**

**|-----src**

**| |**

**|---index.js**

**|---App.js**

**|**

**|---package.json**

**|---READMD.md**

**step1:**

**------**

**Create a react application i.e myapp12**

**ex:**

**npx create-react-app myapp12**

**step2:**

**-----**

**Switch to the project.**

**ex:**

**cd myapp12**

**step3:**

**------**

**Run react application.**

**ex:**

**npm start**

**step4:**

**------**

**Test the application by using below request url.**

**ex:**

**http://localhost:3000**

**step5:**

**-----**

**Write a below code inside App.js file.**

**App.js**

**------**

**import React from 'react'**

**import { useState } from 'react'**

**function App()**

**{**

**const [name,setName]=useState("Alan");**

**const handleClick=()=>**

**{**

**setName("Jose");**

**}**

**return (**

**<div>**

**<h1>Name : {name} </h1>**

**<button onClick={handleClick}> Change </button>**

**</div>**

**)**

**}**

**export default App**

**2) useEffect() hook**

**-------------------**

**It is used to perform side effects in function components.**

**Data fetching , setting up a subscription, changing the document title and manually changing the DOM in React components are examples of side effects.**

**Project structure**

**-----------------**

**myapp12**

**|**

**|---node\_modules**

**|**

**|---public**

**| |**

**|---index.html**

**|---manifest.json**

**|---favicon.ico**

**|-----src**

**| |**

**|---index.js**

**|---App.js**

**|**

**|---package.json**

**|---READMD.md**

**step1:**

**------**

**Create a react application i.e myapp12**

**ex:**

**npx create-react-app myapp12**

**step2:**

**-----**

**Switch to the project.**

**ex:**

**cd myapp12**

**step3:**

**------**

**Run react application.**

**ex:**

**npm start**

**step4:**

**------**

**Test the application by using below request url.**

**ex:**

**http://localhost:3000**

**step5:**

**-----**

**Write a below code inside App.js file.**

**App.js**

**------**

**import React from 'react'**

**import { useState,useEffect } from 'react';**

**function App()**

**{**

**const [count,setCount]=useState(0);**

**const handleClick=()=>**

**{**

**setCount(count+1);**

**}**

**useEffect(()=>{**

**document.title=`You have ${count} clicked`;**

**});**

**return (**

**<div>**

**<h1>Count : {count} </h1>**

**<button onClick={handleClick}> Increment </button>**

**</div>**

**)**

**}**

**export default App**

**3) useReducer() hook**

**------------------------------**

**The useReducer() Hook is similar to the useState() Hook.**

**It allows for custom state logic.**

**The useReducer Hook accepts two arguments.**

**ex:**

**useReducer(<reducer>, <initialState>)**

**The useReducer Hook returns the current state and a dispatch method.**

**ex:**

**const [state,dispatch]= userReducer(reducer,initialState);**

**Project structure**

**-----------------**

**myapp12**

**|**

**|---node\_modules**

**|**

**|---public**

**| |**

**|---index.html**

**|---manifest.json**

**|---favicon.ico**

**|-----src**

**| |**

**|---index.js**

**|---App.js**

**|**

**|---package.json**

**|---READMD.md**

**step1:**

**------**

**Create a react application i.e myapp12**

**ex:**

**npx create-react-app myapp12**

**step2:**

**-----**

**Switch to the project.**

**ex:**

**cd myapp12**

**step3:**

**------**

**Run react application.**

**ex:**

**npm start**

**step4:**

**------**

**Test the application by using below request url.**

**ex:**

**http://localhost:3000**

**step5:**

**-----**

**Write a below code inside App.js file.**

**App.js**

**----------**

**import {useReducer} from 'react';**

**const initialState=0;**

**const reducer=(state,action)=>**

**{**

**switch(action)**

**{**

**case 'increment': return state+1;**

**case 'decrement': return state-1;**

**case 'reset': return initialState;**

**default: return state;**

**}**

**}**

**function App()**

**{**

**const [count,dispatch]=useReducer(reducer,initialState);**

**return (**

**<div>**

**<h1>Count : {count}</h1>**

**<button onClick={()=>dispatch('increment')}>Increment</button>**

**<button onClick={()=>dispatch('decrement')}>Decrement</button>**

**<button onClick={()=>dispatch('reset')}>Reset</button>**

**</div>**

**)**

**}**

**export default App;**
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**Custom Hooks**

**==============**

**Hooks which are created by the user based on the application requirement are called custom hooks.**

**ex:**

**myCustomHook()**

**customHook()**

**ihubHook()**

**myCustomCounter()**

**Project Structure**

**-------------------**

**myapp13**

**|**

**|----node\_modules**

**|**

**|----public**

**| |**

**|----favicon.ico**

**|----index.html**

**|----manifest.json**

**|**

**|-----src**

**| |**

**|----index.js**

**|----App.js**

**|----CustomHook.js**

**|**

**|-----package.json**

**|-----README.md**

**CustomHook.js**

**---------------**

**import React from 'react'**

**import {useState} from 'react'**

**function CustomHook()**

**{**

**const [count,setCount]=useState(0);**

**const handleClick=()=>**

**{**

**setCount(count+1);**

**}**

**return(**

**{**

**count,**

**handleClick**

**})**

**}**

**export default CustomHook**

**App.js**

**--------**

**import React from 'react'**

**import customHook from './CustomHook';**

**function App() {**

**const data=customHook();**

**return (**

**<div>**

**<h1>Count : {data.count}</h1>**

**<button onClick={data.handleClick}>Increment</button>**

**</div>**

**)**

**}**

**export default App**

**Assets/Images in ReactJS**

**========================**

**We can declare react assets/images in two places.**

**1) Inside public folder**

**2) Inside src folder**

**2) Inside src folder**

**--------------------**

**myapp14**

**|**

**|----node\_modules**

**|**

**|----public**

**| |**

**|---favicon.ico**

**|---manifest.json**

**|---index.html**

**|-----src**

**|**

**|---index.js**

**|---App.js**

**|**

**|---images**

**|**

**|---thumbnail1.jpg**

**|---thumbnail2.jpg**

**|---thumbnail3.jpg**

**|**

**|-----package.json**

**|-----README.md**

**step1:**

**-----**

**Create a react project i.e myapp14.**

**ex:**

**reactprojects> npx create-react-app myapp14**

**step2:**

**------**

**Create a image folder inside "src".**

**step3:**

**-----**

**Add the images inside "src/images" folder.**

**step4:**

**------**

**Goto App.js and remove the code.**

**step5:**

**------**

**Add the below code in App.js file.**

**App.js**

**------**

**import pic1 from './images/thumbnail1.jpg';**

**import pic2 from './images/thumbnail2.jpg';**

**import pic3 from './images/thumbnail3.jpg';**

**function App()**

**{**

**const imgStyle={**

**width:"300px",**

**height:"300px"**

**}**

**return (**

**<>**

**<img src={pic1} style={imgStyle}/>**

**<img src={pic2} style={imgStyle}/>**

**<img src={pic3} style={imgStyle}/>**

**</>**

**)**

**}**

**export default App;**

**step6:**

**-----**

**Switch to react project.**

**ex:**

**reactprojects> cd myapp12**

**step7:**

**-----**

**Run the react project.**

**ex:**

**reactprojects/myapp12> npm start**

**step8:**

**------**

**Test the react application by using below request url.**

**ex:**

**http://localhost:3000/**

**React Router**

**================**

**Routing is a process in which a user is directed to different pages based on their**

**action or request.**

**ReactJS Router is mainly used for developing Single Page Web Applications.**

**React Router is used to define multiple routes in the application.**

**When a user types a specific URL into the browser, and if this URL path matches any**

**'route' inside the router file, the user will be redirected to that particular route.**

**React Router is a standard library system built on top of the React and used to**

**create routing in the React application using React Router Package.**

**React contains three different packages for routing.**

**1)react-router:**

**---------------------**

**It provides the core routing components and functions for the React Router applications.**

**2)react-router-native:**

**-----------------------------**

**It is used for mobile applications.**

**3)react-router-dom:**

**----------------------------**

**It is used for web applications design.**

**Note:**

**-------**

**It is not possible to install react-router directly in your application.**

**To use react routing, first, you need to install react-router-dom modules in your application.**

**We have two types of router components.**

**1)<BrowserRouter>:**

**----------------------------**

**It is used for handling the dynamic URL.**

**2)<HashRouter>:**

**------------------------**

**It is used for handling the static request.**

**Project structure**

**--------------------**

**myapp15**

**|**

**|------node-modules**

**|**

**|------public**

**| |**

**| |------favicon.ico**

**| |------index.html**

**| |------manifest.json**

**|**

**|------src**

**|**

**|------index.js**

**|------App.js (Routing File)**

**|------Home.js**

**|------About.js**

**|------Contact.js**

**|------Error.js**

**|**

**|------package.json**

**|------README.md**

**step1:**

**------**

**create react "myapp15" project in VSC.**

**ex:**

**projects>create-react-app myapp15**

**step2:**

**--------**

**Move to myapp15 project.**

**ex:**

**project> cd myapp15**

**step3:**

**------**

**install react router dom.**

**ex:**

**project/myapp15>npm install --save react-router-dom**

**step4:**

**-------**

**Restart the application .**

**ex:**

**myapp15> npm start**

**step5:**

**--------**

**create App.js,Home.js,About.js ,Contact.js and Error.js component inside "src" folder.**

**App.js**

**-------**

**import Home from './Home';**

**import Contact from './Contact';**

**import About from './About';**

**import Error from './Error'**

**import { BrowserRouter, Routes, Route } from "react-router-dom";**

**function App() {**

**return (**

**<div>**

**<BrowserRouter>**

**<Routes>**

**<Route exact path="/" element={<Home />}/>**

**<Route path="/about" element={<About />}/>**

**<Route path="/contact" element={<Contact />}/>**

**<Route path="\*" element={<Error />}/>**

**</Routes>**

**</BrowserRouter>**

**</div>**

**);**

**}**

**export default App;**

**Home.js**

**----------**

**function Home()**

**{**

**return (**

**<div>**

**<h1>Home</h1>**

**</div>**

**)**

**}**

**export default Home;**

**About.js**

**---------**

**function About()**

**{**

**return (**

**<div>**

**<h1>About</h1>**

**</div>**

**)**

**}**

**export default About;**

**Contact.js**

**----------**

**function Contact()**

**{**

**return (**

**<div>**

**<h1>Contact</h1>**

**</div>**

**)**

**}**

**export default Contact;**

**Error.js**

**----------**

**function Error()**

**{**

**return(**

**<div>**

**<h1>OOPS! 404 Error </h1>**

**</div>**

**)**

**}**

**export default Error;**

**step6:**

**------**

**create index.js component to render the output inside "src" folder.**

**index.js**

**---------**

**import React from 'react';**

**import ReactDOM from 'react-dom/client';**

**import './index.css';**

**import App from './App';**

**const root = ReactDOM.createRoot(document.getElementById('root'));**

**root.render(**

**<React.StrictMode>**

**<App/>**

**</React.StrictMode>**

**);**

**step7:**

**-------**

**Test the application by using below url's.**

**ex:**

**http://localhost:3000/**

**http://localhost:3000/home**

**http://localhost:3000/about**

**http://localhost:3000/contact**

**http://localhost:3000/gallery**

**http://localhost:3000/services**

**Adding Navigation using Link component**

**===================================**

**A Link component is used to create links which allow to navigate on different URLs and render its content without reloading the webpage.**

**ex:2**

**-------**

**App.js**

**---------**

**import Home from './Home';**

**import Contact from './Contact';**

**import About from './About';**

**import Error from './Error'**

**import {Link, Routes,Route,BrowserRouter } from 'react-router-dom'**

**function App() {**

**return (**

**<div>**

**<BrowserRouter>**

**<nav >**

**<Link style={{display:"block"}} to="/">Home</Link>**

**<Link style={{display:"block"}} to="/about">About Us</Link>**

**<Link style={{display:"block"}} to="/contact">Contact US</Link>**

**</nav>**

**<Routes>**

**<Route exact path="/" element={<Home />}/>**

**<Route path="/about" element={<About />}/>**

**<Route path="/contact" element={<Contact />}/>**

**<Route path="\*" element={<Error />}/>**

**</Routes>**

**</BrowserRouter>**

**</div>**

**);**

**}**

**export default App;**

**Home.js**

**-----------**

**function Home()**

**{**

**return (**

**<div>**

**<h1>Home</h1>**

**</div>**

**)**

**}**

**export default Home;**

**About.js**

**------------**

**function About()**

**{**

**return (**

**<div>**

**<h1>About</h1>**

**</div>**

**)**

**}**

**export default About;**

**Contact.js**

**--------------**

**function Contact()**

**{**

**return (**

**<div>**

**<h1>Contact</h1>**

**</div>**

**)**

**}**

**export default Contact;**

**Error.js**

**----------**

**function Error()**

**{**

**return(**

**<div>**

**<h1>OOPS! 404 Error </h1>**

**</div>**

**)**

**}**

**export default Error;**

**index.js**

**-----------**

**import React from 'react';**

**import ReactDOM from 'react-dom/client';**

**import './index.css';**

**import App from './App';**

**const root = ReactDOM.createRoot(document.getElementById('root'));**

**root.render(**

**<React.StrictMode>**

**<App/>**

**</React.StrictMode>**

**);**

**Q) Difference between function component vs class component?**

**function component class component**

**------------------ ----------------**

**It is also known as stateless It is a statefull component.**

**component.**

**In a function component we will use In a class component we will use**

**return keyword. render() method.**

**It supports hooks. It does not support hooks.**

**Constructor is not used. Constructor is used.**

**ex: ex:**

**import {Component} from 'react';**

**function App export default class App extends Component**

**{ {**

**return ( render()**

**<h1> Hello </h1> {**

**) return (**

**} <h1>Hello</h1>**

**export default App; )**

**}**

**}**

**Q)Difference between real dom vs virtual dom ?**

**Real dom virtual dom**

**----------- --------------**

**It updates slow. It updates faster.**

**Can directly updates HTML. Can't directly updates HTML.**

**Creates a new dom if element updates. Update the jsx if element updates.**

**DOM manipulation is very expensive. DOM manipulation is very easy.**

**Too much of memory wastage. No memory wastage.**

**------------------------------------------------------Class 8----------------------------------------------------------------------**

**Bootstrap in React**

**=================**

**A Single-page applications gaining popularity over the last few years, so many front-end frameworks have introduced such as Angular, Vue, Ember, etc. As a result, jQuery is not a necessary requirement for building web apps.**

**Currently, React is mostly used JavaScript library for building web applications, and Bootstrap become the most popular CSS framework.**

**Let see how to use bootstrap in react applications.**

**Project structure**

**-------------------**

**myapp16**

**|**

**|----node\_modules**

**|**

**|----public**

**|**

**|---favicon.ico**

**|---index.html**

**|---manifest.json**

**|**

**|------src**

**| |**

**|---index.js**

**|**

**| |---App.js**

**|**

**|------package.json**

**|**

**|------README.md**

**step1:**

**-----**

**create a react project i.e myapp16**

**ex:**

**Reactprojects> npx create-react-app myapp16**

**step2:**

**------**

**Open the VSC code editor.**

**ex:**

**Reactprojects> code .**

**step3:**

**-----**

**Move/Switch to myapp16 project.**

**ex:**

**Reactprojects> cd myapp16**

**step4:**

**-------**

**Install Bootstrap package.**

**ex:**

**Reactprojects/myapp16> npm install bootstrap**

**step5:**

**-------**

**Run the react application.**

**ex:**

**Reactprojecs/myapp16> npm start**

**step6:**

**-----**

**Create a App.js file inside "src" folder.**

**App.js**

**-------**

**function App()**

**{**

**return(**

**<div className="container mt-5">**

**<button className="btn btn-outline-primary">clickMe</button>**

**</div>**

**)**

**}**

**export default App;**

**step7:**

**------**

**Import bootstrap package inside "index.js" file.**

**index.js**

**---------**

**import React from 'react';**

**import ReactDOM from 'react-dom/client';**

**import './index.css';**

**import App from './App';**

**import reportWebVitals from './reportWebVitals';**

**import '../node\_modules/bootstrap/dist/css/bootstrap.css';**

**const root = ReactDOM.createRoot(document.getElementById('root'));**

**root.render(**

**<React.StrictMode>**

**<App />**

**</React.StrictMode>**

**);**

**reportWebVitals();**

**step8:**

**------**

**Test the application by using below request url.**

**ex:**

**http://localhost:3000**

**React Forms**

**===============**

**Forms are an integral part of any modern web application.**

**It allows the users to interact with the application as well as gather information from the users.**

**Forms can perform many tasks that depend on the nature of your business requirements and logic such as authentication of the user, adding user, searching, filtering, booking, ordering, etc.**

**React offers a stateful , reactive approach to build a form.**

**The component rather than the DOM usually handles the React form.**

**In React, the form is usually implemented by using controlled components.**

**Project structure**

**------------------**

**myapp17**

**|**

**|----node\_modules**

**|**

**|----public**

**|**

**|---favicon.ico**

**|---index.html**

**|---manifest.json**

**|------src**

**|**

**|---index.js**

**|**

**|---App.js**

**|**

**|-------package.json**

**|**

**|-------README.md**

**step1:**

**------**

**create a react project i.e myapp17.**

**ex:**

**Reactprojects> npx create-react-app myapp17**

**step2:**

**-------**

**Open the VSC code Editor.**

**ex:**

**Reactprojects> code .**

**step3:**

**-----**

**Switch/Move to myapp17 project.**

**ex:**

**Reactprojects> cd myapp17**

**step4:**

**------**

**Install bootstrap package.**

**ex:**

**Reactprojects/myapp17> npm install bootstrap**

**step5:**

**------**

**Run the react application.**

**ex:**

**Reactprojects/myapp17> npm start**

**step6:**

**-------**

**Import Bootstrap package inside "index.js" file.**

**index.js**

**---------**

**import React from 'react';**

**import ReactDOM from 'react-dom/client';**

**import './index.css';**

**import App from './App';**

**import reportWebVitals from './reportWebVitals';**

**import '../node\_modules/bootstrap/dist/css/bootstrap.css';**

**const root = ReactDOM.createRoot(document.getElementById('root'));**

**root.render(**

**<React.StrictMode>**

**<App />**

**</React.StrictMode>**

**);**

**// If you want to start measuring performance in your app, pass a function**

**// to log results (for example: reportWebVitals(console.log))**

**// or send to an analytics endpoint. Learn more: https://bit.ly/CRA-vitals**

**reportWebVitals();**

**step7:**

**------**

**Create App.js file inside "src" folder.**

**App.js**

**-----**

**import {useState} from 'react';**

**function App()**

**{**

**const [userRegistration,setUserRegistration]=useState({**

**username:"",**

**password:"",**

**date:"",**

**category:""**

**})**

**const handleClick=(e)=>**

**{**

**const name=e.target.name;**

**const value=e.target.value;**

**//set to state**

**setUserRegistration({... userRegistration,[name]:value});**

**}**

**const handleSubmit=(e)=>**

**{**

**e.preventDefault();**

**setUserRegistration({username:"",password:"",date:"",category:""});**

**}**

**return(**

**<div className="container mt-4">**

**<form onSubmit={handleSubmit}>**

**<div className="row w-50">**

**<h1 className="text-center" ><u>React Form </u></h1>**

**<label htmlFor="username" className="my-3">UserName:</label>**

**<input type="text" name="username" autocomplete="off"**

**className="form-control"**

**value={userRegistration.username}**

**onChange={handleClick}/>**

**<label htmlFor="password" className="my-3">Password:</label>**

**<input type="password" name="password" autocomplete="off"**

**className="form-control"**

**value={userRegistration.password}**

**onChange={handleClick}/>**

**<label htmlFor="date" className="my-3">Date:</label>**

**<input type="date" name="date" autocomplete="off"**

**className="form-control"**

**value={userRegistration.date}**

**onChange={handleClick}/>**

**<label htmlFor="category" className="my-3">Category</label>**

**<select name="category" className="form-control"**

**value={userRegistration.category}**

**onChange={handleClick}>**

**<option value="">none</option>**

**<option value="entertainment">Entertainment</option>**

**<option value="drama">Drama</option>**

**<option value="action">Action</option>**

**</select>**

**<button className="btn btn-primary mt-4 w-100"> submit </button>**

**</div>**

**</form>**

**</div>**

**)**

**}**

**export default App;**

**step8:**

**------**

**Test the application by using below request url.**

**ex:**

**http://localhost:3000**

**Lists in ReactJs**

**=================**

**Lists are used to display data in an ordered format and mainly used to**

**display menus on websites. In React, Lists can be created in a similar way as we create lists in JavaScript. Let us see how we transform Lists in regular JavaScript.**

**The map() function is used for traversing the lists.**

**ex:**

**Project structure**

**-----------------**

**myapp18**

**|**

**|----node\_modules**

**|**

**|-----public**

**| |**

**|---favicon.ico**

**|---index.html**

**|---manifest.json**

**|**

**|-----src**

**|**

**|---index.js**

**|---App.js**

**|**

**|-----package.json**

**|-----README.md**

**step1:**

**-----**

**create a react project i.e myapp18.**

**ex:**

**Reactprojects> npx create-react-app myapp18**

**step2:**

**------**

**Open the VSC code editor.**

**ex:**

**Reactprojects> code .**

**step3:**

**-----**

**Move/Switch to myapp18 project.**

**ex:**

**Reactprojects> cd myapp18**

**step4:**

**-----**

**Run the react application.**

**ex;**

**Reactprojects/myapp18> npm start**

**step5:**

**------**

**Create App.js file inside "src" folder.**

**App.js**

**-------**

**import React, { Component } from 'react'**

**export default class App extends Component {**

**render() {**

**var arr=[10,20,30,40];**

**var newArr=arr.map((element)=>**

**{**

**return <li>{element}</li>**

**})**

**return (**

**<ul>**

**{newArr}**

**</ul>**

**)**

**}**

**}**

**step6:**

**-----**

**Test the application by using below request url.**

**ex:**

**http://localhost:3000**

**------------------------------------------------------Class 9----------------------------------------------------------------------**

**Myapp18.1**

**ex:2**

**-----**

**App.js**

**------**

**import React, { Component } from 'react'**

**export default class App extends Component {**

**state={**

**users:[**

**{pid:101,pname:"LG",pprice:10000},**

**{pid:102,pname:"LAVA",pprice:20000},**

**{pid:103,pname:"MI",pprice:30000},**

**{pid:104,pname:"SAMSUNG",pprice:40000}**

**]**

**}**

**render() {**

**var newArr=this.state.users.map(user=>**

**{**

**return <h1>Id: {user.pid} Name: {user.pname} Price: {user.pprice}</h1>**

**})**

**return (**

**<div>**

**{newArr}**

**</div>**

**)**

**}**

**}**

**ex:3**

**-----**

**App.js**

**-------**

**import React, { Component } from 'react'**

**export default class App extends Component {**

**state={**

**users:[**

**{pid:101,pname:"LG",pprice:10000},**

**{pid:102,pname:"LAVA",pprice:20000},**

**{pid:103,pname:"MI",pprice:30000},**

**{pid:104,pname:"SAMSUNG",pprice:40000}**

**]**

**}**

**render() {**

**var newArr=this.state.users.map(user=>**

**{**

**return <tr><td>{user.pid}</td> <td> {user.pname}</td> <td>{user.pprice}</td></tr>**

**})**

**return (**

**<div>**

**<table border={1} width="100%">**

**<thead>**

**<tr>**

**<th>ID</th>**

**<th>NAME</th>**

**<th>PRICE</th>**

**</tr>**

**</thead>**

**<tbody>**

**{newArr}**

**</tbody>**

**</table>**

**</div>**

**)**

**}**

**}**

**Key in ReactJS**

**==================**

**A key is a special string attribute you need to include when creating**

**lists of elements.**

**Keys help react identify which items have changed are added or are removed.**

**ex:**

**App.js**

**-----**

**import React, { Component } from 'react'**

**export default class App extends Component {**

**state={**

**users:[**

**{pid:101,pname:"LG",pprice:10000},**

**{pid:102,pname:"LAVA",pprice:20000},**

**{pid:103,pname:"MI",pprice:30000},**

**{pid:104,pname:"SAMSUNG",pprice:40000}**

**]**

**}**

**render() {**

**var newArr=this.state.users.map(user=>**

**{**

**return <tr key={user.pid}><td>{user.pid}</td> <td> {user.pname}</td> <td>{user.pprice}</td></tr>**

**})**

**return (**

**<table border={1} width="100%">**

**<thead>**

**<tr>**

**<th>ID</th>**

**<th>NAME</th>**

**<th>PRICE</th>**

**</tr>**

**</thead>**

**<tbody>**

**{newArr}**

**</tbody>**

**</table>**

**)**

**}**

**}**

**Axios**

**=======**

**Axios is used to make HTTP request (GET,POST,PUT,DELETE).**

**Using axios we can give the request to Rest API's.**

**We can install axios by using below command.**

**ex:**

**reactprojects> npm install axios**

**or**

**reactprojects> yarn add axios**

**Project structure**

**-----------------**

**myapp19**

**|**

**|----node\_modules**

**|**

**|-----public**

**| |**

**|---favicon.ico**

**|---index.html**

**|---manifest.json**

**|**

**|-----src**

**|**

**|---index.js**

**|---App.js**

**|---FetchApi.js**

**|**

**|-----package.json**

**|-----README.md**

**step1:**

**-----**

**create a react project i.e myapp19.**

**ex:**

**Reactprojects> npx create-react-app myapp16**

**step2:**

**------**

**Open the VSC code editor.**

**ex:**

**Reactprojects> code .**

**step3:**

**-----**

**Move/Switch to myapp19 project.**

**ex:**

**Reactprojects> cd myapp19**

**step4:**

**-----**

**Install axios in myapp19 project.**

**ex:**

**Reactprojects/myapp19> npm install axios**

**step5:**

**-------**

**Run the react application.**

**ex;**

**Reactprojects/myapp19> npm start**

**step6:**

**------**

**Create App.js file inside "src" folder.**

**App.js**

**------**

**import FetchApi from "./FetchApi";**

**function App()**

**{**

**return (**

**<FetchApi/>**

**)**

**}**

**export default App;**

**step7:**

**-------**

**Arange one REST API for fetching the data.**

**ex:**

**https://jsonplaceholder.typicode.com/users**

**step8:**

**-------**

**Create FetchApi.js file inside "src" folder.**

**FetchApi.js**

**-----------**

**import {useState} from 'react';**

**import axios from 'axios';**

**function FetchApi()**

**{**

**const [data,setData]=useState([])**

**const handleClick=()=>**

**{**

**axios.get("https://jsonplaceholder.typicode.com/users")**

**.then(response=>**

**{**

**setData(response.data)**

**})**

**.catch(error=>**

**{**

**this.setData(error);**

**})**

**}**

**return (**

**<div>**

**<center>**

**<button onClick={handleClick}>Fetch API </button>**

**</center>**

**<table border={1} width="100%">**

**<thead>**

**<tr>**

**<th>ID</th>**

**<th>NAME</th>**

**<th>USERNAME</th>**

**<th>EMAIL</th>**

**</tr>**

**</thead>**

**<tbody>**

**{**

**data.map(data=>**

**{**

**return <tr>**

**<td>{data.id}</td>**

**<td>{data.name}</td>**

**<td>{data.username}</td>**

**<td>{data.email}</td>**

**</tr>**

**})**

**}**

**</tbody>**

**</table>**

**</div>**

**)**

**}**

**export default FetchApi;**

**step9:**

**-----**

**Test the application by using below request url.**

**ex:**

**http://localhost:3000**

**React Redux**

**============**

**Redux is an open-source JavaScript library for managing and centralizing application state.**

**IT can be used with any frontend frameworks like ReactJS, AngularJS, VueJs and etc.**

**components of react redux**

**----------------------------------------**

**We have mainly three components for react redux.**

**1) Store :**

**-----------**

**Redux store is used to store entire state of our application.**

**2) Action :**

**-----------**

**It is only the way our application interact with redux store.**

**It carry some information from our application to redux store.**

**3) Reducer :**

**------------------**

**Reducer read the payloads from the actions and then updates the store.**

**It is a pure function to return a new state from the initial state.**

**react-redux**

**|**

**|---node\_modules**

**|**

**|---public**

**| |**

**|---favicon.ico**

**|---index.html**

**|---manifest.json**

**|-----src**

**| |**

**|---index.js**

**|---App.js**

**|**

**|---components**

**|**

**|---Counter.js**

**|**

**|---redux**

**|**

**|---CounterAction.js**

**|---CounterReducer.js**

**|-----package.json**

**|-----README.md**

**Diagram:**

**step1:**

**------**

**Create a react application or project.**

**ex:**

**npx create-react-app my-redux-app**

**step2:**

**------**

**Switch to the project.**

**ex:**

**cd my-redux-app**

**step3:**

**-----**

**Install bootstrap , react, react-redux and redux library.**

**ex:**

**npm install bootstrap**

**npm install react react-dom react-redux redux**

**npm install @reduxjs/toolkit**

**Note:**

**----**

**import bootstrap inside index.js file.**

**step4:**

**-----**

**Run the react application.**

**ex:**

**npm start**

**step5:**

**------**

**Create Counter.js inside "components" folder.**

**Counter.js**

**-----------**

**import React from 'react'**

**export default function Couter() {**

**return (**

**<div className='container mt-5'>**

**<h2> Counter Application </h2>**

**<div class="container">**

**<button className='btn btn-primary'>Increment</button>**

**<b style={{fontSize:"30px"}} className="mx-3">{0}</b>**

**<button className='btn btn-warning'>Decrement</button>**

**</div>**

**</div>**

**)**

**}**

**step6:**

**-------**

**Create a CounterAction.js file inside "redux" folder.**

**CouterAction.js**

**---------------**

**export function Increment()**

**{**

**return{**

**type: "INCREMENT"**

**}**

**}**

**export function Decrement()**

**{**

**return {**

**type: "DECREMENT"**

**}**

**}**

**step7:**

**------**

**Create CounterReducer.js file inside "redux" folder.**

**CounterReducer.js**

**------------------**

**export function CounterReducer(state=0,action)**

**{**

**switch(action.type)**

**{**

**case "INCREMENT":**

**return state+1;**

**case "DECREMENT":**

**return state-1;**

**default:**

**return state;**

**}**

**}**

**step8:**

**------**

**Import useDispatch hook inside "Counter.js" to call actions.**

**Counter.js**

**---------**

**import React from 'react'**

**import {useDispatch} from 'react-redux'**

**import { Increment, Decrement } from '../redux/CouterAction'**

**export default function Couter() {**

**const dispatch=useDispatch();**

**return (**

**<div className='container mt-5'>**

**<h2> Counter Application </h2>**

**<div class="container">**

**<button className='btn btn-primary' onClick={()=>dispatch(Increment())}>Increment</button>**

**<b style={{fontSize:"30px"}} className="mx-3">{0}</b>**

**<button className='btn btn-warning' onClick={()=>dispatch(Decrement())}>Decrement</button>**

**</div>**

**</div>**

**)**

**}**

**step9:**

**------**

**Now to retrieve the data we need to declare the store in App.js file.**

**App.js**

**-------**

**import React from 'react'**

**import Couter from './components/Couter'**

**import { Provider } from 'react-redux'**

**import { configureStore} from '@reduxjs/toolkit'**

**import { CounterReducer } from './redux/CounterReducer'**

**const store= configureStore({**

**reducer:{**

**counter: CounterReducer**

**}**

**})**

**export default function App() {**

**return (**

**<Provider store={store}>**

**<Couter/>**

**</Provider>**

**)**

**}**

**step10:**

**------**

**To display the data we need to write below code in Counter.js file.**

**Counter.js**

**-----------**

**import React from 'react'**

**import {useDispatch, useSelector} from 'react-redux'**

**import { Increment, Decrement } from '../redux/CouterAction'**

**export default function Couter() {**

**const dispatch=useDispatch();**

**const counter=useSelector(state=> state.counter)**

**return (**

**<div className='container mt-5'>**

**<h2> Counter Application </h2>**

**<div class="container">**

**<button className='btn btn-primary' onClick={()=>dispatch(Increment())}>Increment</button>**

**<b style={{fontSize:"30px"}} className="mx-3">{counter}</b>**

**<button className='btn btn-warning' onClick={()=>dispatch(Decrement())}>Decrement</button>**

**</div>**

**</div>**

**)**

**}**